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Software managers who are more familiar with
the traditional waterfall development lifecycle
(a sequence of concept, requirements, design, implement, test phases) and its derivatives
are often skeptical of, and almost fearful of, agile methodology. Some even believe that the agile
crowd resembles more of a “software cult” because
of the way in which these special-interest groups
first began organizing themselves around the
“Agile Manifesto”. However, software giants
like Microsoft have begun to use agile methods
successfully and are encouraging their further use.
Can the agile techniques, successfully used to
develop user-interface-intensive web-based software, be adapted to develop real-time
embedded software common in medical devices? Do the techniques promoted by the agile crowd
produce the design and requirements artifacts – the objective evidence – that the medical device
regulatory agencies such as the FDA seek? While there are some basic problems reconciling some of
the agile methods with regulatory requirements, the medical device community could learn much
by experimenting with agile methods. But adopting them wholesale is unwise and premature.

What are agile methods?
The agile movement is still very young. Agile
methods are largely a collection of loosely associated
methodologies covering the design, development,
management, and testing of software. Among the most widely touted agile methods are the following: Extreme Programming, or XP, is perhaps the most visible and controversial of the agile methods. It is often referred to as “lightweight” software development because it sidesteps the creation and maintenance of detailed software requirements or detailed design documentation. Programmers work in small groups that are further broken down into pairs. Each pair shares a computer. One person writes code while the other audits to cross check each other’s work. The software evolves through definitions of requirements, called “stories”, that are short enough to be described on index cards. The process is intended to be rapid, with software examples quickly being written and presented to the customer for either acceptance or incremental change to the “story” requirements. Traditional techniques try to discourage change in the late phases of the development lifecycle due to increasing costs in maintenance of the software and its interrelated requirements, design and test documents. The XP methodology, on the other hand, encourages constant change and theoretically responds to change faster because its lightweight nature carries no supporting documentation to update with changing requirements. Scrum is a project-management method whose name is borrowed from rugby. The basic concept of scrum is to organize around short-term and long-term goals. The long-term goals, called “sprints”, are expected to be accomplished in 30 days of development activity. Short, or “stand up,” meeting, or scrums, of 15 to 30 minutes are held daily to review the progress of the previous day and to set goals for the upcoming day. Test Driven Development, or TDD. This sounds like an appealing methodology, given the software verification and validation requirements for medical device software. TDD focuses on developing tests for the software items before the software is written. The tests are automated so that they can be rerun in their entirety on a build-by-build basis. The TDD sequence is: develop tests for the software functionality, write the software, run the tests, fix the software and “refactor”. Refactoring is an agile concept that requires redesigning or rewriting software to correct for poorly partitioned or redundant code modules.

What has prompted the development of agile techniques?
Software engineers universally have recognized the need to deal with change in the software development lifecycle more expeditiously. Traditional lifecycle models, like the waterfall model, ignore the iterative nature of software development. Other iterative models, like the spiral model and the iterative waterfall, do account for changing requirements, but do so by updating requirements and designs in each iteration before the code is changed … at least that’s the theory. Software engineers who try to follow traditional lifecycle models often complain that too little of their time is spent engineering software and too much is spent on documentation. Software engineering teams often follow traditional lifecycle models on paper, but ignore the model’s proper sequencing of tasks. The engineers jump into modifying code first and document their changes (or what they remember of them) later. They feel they have accelerated the process by getting software released faster. They almost always feel that the documentation is largely a waste of time. And for them it is. The benefit of documenting requirements is to facilitate the development of the software, not to chronicle the design history. Avoiding the “heavyweight” lifecycle models that require documenting first, implementing last, is the primary motivation behind the experimentation with agile methods, particularly XP. The underlying cause
for the burdensome documentation is the perception of constantly changing requirements. The goal of XP in particular is to encourage change, to respond to it with rapid software iterations, and to tie the reality of the implementation to the “customer’s” expectations through tests that are developed ahead of the software. The scale of modern software projects also has driven the software industry to examine alternative methods. It has long been recognized that the efficiency of work groups declines as the group size increases, especially where complex interactions among group members are required. This is mostly due to the increased amount (and lower efficiency) of communications required as group size increases. With many medical device software projects ranging from hundreds of thousands to millions of lines of code, it is impractical to expect a small group to develop all the code in a reasonable period of time. Traditional development lifecycle models deal with this by communicating via written requirements, specifications, and designs. Agile methods, on the other hand, try to break a project down to subcomponents that can be implemented by smaller teams that are more efficient. In particular, the agile management methods of Scrum attempt to make large projects look like a series of small projects. The process of breaking large projects into smaller subprojects is well known outside Scrum. The difficulties lie with integrating the small subcomponents into one cohesive product. The integration difficulties can only be magnified if the underlying technical methodologies challenge communications by being light on documentation.

Are agile methods appropriate for medical device software?

Much software developed today is for information technology or business process automation, and often, the work process being automated by software is murky because it was not well understood when it was done manually, or it was done in many different ways by many different people. It’s no easy task to write solid software requirements for an ill-defined underlying process, especially when user opinions and preferences are involved. Usually, the development of this kind of software is a discovery process that involves early storyboarding, rapid prototyping, etc., to elicit user opinion about what parts of the design work and what parts do not work. If the software team commits to very detailed requirement and design documents prior to implementing and communicating the vision to the customer or user, the process is, indeed, burdensome. In contrast, software-driven medical devices are generally developed to automate medical diagnostic or therapeutic procedures that are very well defined. In fact, it may be seen as quite appropriate for a medical device to restrict the creativity of the user. Many devices now sport graphic user interfaces (GUIs). In these cases, some of the same issues with user opinion and preference do exist, and at least the GUI may benefit from the accelerated evolution of XP. However, other than for the GUI functionality of a medical device, the evolutionary trial-and-error methods that are formalized by XP are simply inappropriate. It is not reasonable or even legal to put a series of intermediate versions of medical device software in the hands of users for “intended use” applications with intended users. Finally, the XP methodology in particular may be difficult to reconcile with the FDA’s regulations and guidance documents that relate to medical device software.

Regulatory requirements

The FDA has given medical device software special attention since the 1980s when the Therac 25 incident resulted in several patient deaths and injuries that were traced to software. The investigation of this incident implicated specific defects in the software. Perhaps more revealing were the software design
and development processes and procedures found to be contributing factors to the catastrophe. Unlike electrical and mechanical failures that may be random (such as component failure), software failures are always systematic design failures. Although electrical and mechanical subsystems too may have systematic flaws, with software all defects are design defects. This, coupled with the fact that software is very complex, easy to change, and that changes can be largely invisible, led the FDA to the conclusion that it was the design of software that needed to be controlled. The Quality System Regulations have specific requirements for design control (21 CFR 820.30) that require the documentation of specifications and designs. Furthermore, they require controlled technical and management review of the documentation. The FDA’s guidance document, the General Principles of Software Validation\textsuperscript{3} (GPSV) is very specific in its expectations that requirements be explicitly documented prior to implementation and prior to the development of test procedures. Although the GPSV is a guidance document, and is therefore not mandatory, the burden is upon any medical device manufacturer that uses techniques that are counter to this guidance to establish that its methodologies are at least as good as those in the GPSV. This creates an added burden for the regulatory pre-market notification submissions for a medical device. Furthermore, any unusual practices will likely be a target of special attention from the FDA on any quality system inspections. Part of the regulatory requirement is to leave a trail of design and development artifacts (objective evidence, in FDA terms) that can be audited by the agency to prove compliance with the design control regulations. The “lightweight” methodologies in XP, in particular, may lead to some “heavyweight” problems with the FDA’s search for objective evidence.

XP was developed to encourage late changes in software requirements and to facilitate code re-use in its refactoring activities. Unfortunately for XP, some analyses\textsuperscript{4} have singled out code re-use and late requirements changes as contributing factors in the Therac 25 catastrophe. It may be an uphill battle to convince regulators to get behind a development methodology that encourages late change and code re-use with little supporting documentation.

**Should the regulations change?**

Regulations should definitely change with the state of the art. It certainly was never our legislators’ intention to stifle creativity or productivity. The legal machinery moves slowly, and seldom is based on taking risks. If agile methods are to be recognized by medical device regulators, there will need to be a large body of evidence that they provide all the same good design control practices and crosschecks that their predecessors do. Unfortunately for agile enthusiasts, the FDA is not moved by development speed or efficiency; its mission is to ensure the safety and effectiveness of devices. Agile devotees will need to prove agile can produce devices that are just as safe and effective and that their design practices can be monitored by regulators just as effectively.

**Do any of the agile methods fit into the current regulatory environment?**

As a project-management method, Scrum is somewhat independent of engineering methodologies and probably can be wrapped around more traditional engineering techniques and development lifecycles to make product development more efficient in a way that is well within the bounds of the current FDA regulations. The Scrum method manages outputs (releases, prototypes etc.) in blocks of work that can be accomplished in roughly 30-day sprints.
Requirements implementation and change backlog are managed within each sprint. Short-term, daily management activity is organized in daily huddles or scrums in which engineers report on progress since the last meeting, planned progress before the next meeting, and perceived obstacles to achieving that progress. Although Scrum methods are usually thought of as being part of an XP development environment, there is nothing about Scrum that requires XP. In fact, the methodology looks like it would apply equally well to requirements development, software design, software development, test design and development, and test execution in more traditional lifecycle models. However, other agile methods get so specific in their implementations that they may not be practical for medical devices without some radical changes.

**Conclusions**

The agile methods interest groups are to be applauded for their work in experimenting with new software development techniques. There is no question that software is so broadly defined that different types of software may require different development methodologies, just as they benefit from different development languages, tools, operating systems, and so on.

It may be too fanciful to ever expect that a regulatory agency charged with responsibility for inspection of design activity would agree to less (let alone no) documentation of software requirements and designs. However, the methodologies are intriguing, and some methodology is better than chaos. Perhaps some of the methodology defined for extreme programming (XP) could be modified to create novel methodologies for extreme specification (XS), extreme design (XD), and extreme verification and validation (XVV). The key to widespread use of agile methods in the medical device industry will be to reconcile the activities and outputs with regulatory expectations.
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